# Rust for C# Programmers

## Duration

5 days

## Description

The Rust for C# Developers course offers a seamless transition for experienced C# developers looking to unlock the power of Rust. Leveraging your existing knowledge in object-oriented programming, this course introduces you to Rust’s innovative features, including its ownership model, memory safety, and fine-grained control over system resources. Explore Rust’s syntax, libraries, and tools while mastering concepts like pattern matching, concurrency, and error handling. By the end of this course, you’ll be well-equipped to harness Rust’s strengths, enabling you to write high-performance and secure systems-level software, making it an essential journey for C# developers seeking to broaden their programming horizons.

## Objectives

* Understand the Rust Philosophy
* Set Up and Navigate the Rust Environment
* Explore Rust within the context of C#
* Grasp Basic Rust Syntax and Semantics
* Learn Control Flow and Logic
* Learn Ownership and Borrowing Concepts
* Utilize Tuples, Enums, Structs, and Vectors
* Employ Pattern Matching
* Harness Rust’s Concurrency Model
* Create Custom Macros
* Write Rust Tests
* Create Documentation with Rustdoc

## Prerequisites

* Proficiency in Python programming
* Basic understanding of programming concepts such as variables, expressions, functions, and control flow

## Training Materials

All students receive comprehensive courseware covering all topics in the course. Courseware is distributed via GitHub in the form of documentation and extensive code samples. Students practice the topics covered through challenging hands-on lab exercises.

## Software Requirements

Students will need a free, personal GitHub account to access the courseware. Students will need permission to install Rust and Visual Studio Code on their computers. Also, students will need permission to install Rust Crates and Visual Studio Extensions. If students are unable to configure a local development environment, a cloud-based environment can be provided.
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